**Lab 7: Program 1 Documentation**

1. **Problem Statement**

We are reading an array of n elements. We create a template function that takes in the array of n elements, and a char value to determine integer sorting order (ascending or descending). We check the file for errors, then set two stacks to evaluate and order the data. One stack will be used as a sorted linked list stack, and the other will be used as a temporary array to pass in values. Once the sroted linked lists exists, you can print out all the values. The data in these stacks can be manipulated by the template function’s *pop, push, isFull,* & *isEmpty* methods.

1. **Requirements**
   1. **Assumptions**

* Input set through the source code
* Output will be handled by the command line
  1. **Specifications**
* Template Function mixMaxFunc()
  + It will contain two stacks: one sorted linked list stack & one temporary array
  + *push()*
  + *pop()*
  + *peek()*
  + *isFull()*
  + *isEmpty()*
* Print functions:
  + After it is sorted, it will print the linked list

1. **Decomposition Diagram**

* minMaxFunc (Template Class)
  + Input
    - There are checks in place to ensure all the data is valid
    - The user will input an array via a file
    - The user inputs values using the push() function
  + Process
    - Functions listed under specifications can be called in order to manipulate the data
    - Program has checks in place to process request and follows them accordingly
  + Output
    - Program will print out the values from the linked lists via usage of the print functions

|  |  |
| --- | --- |
| minMaxFunc() | |
| Responsibilities:  +push()  +pop()  +peek()  +isFull()  +isEmpty() | Collaborators: N/A |

|  |
| --- |
| minMaxFunc() |
| push(), pop(), peek(), isFull(), isEmpty() |
| * push()   + push a value into the stack * pop()   + pop a value from the stack * peek()   + check if the value is in the stack * isFull()   + check if the stack is full * isEmpty()   + check if the stack is empty |

1. **Test Strategy**

* Valid Data
* Invalid Data
* Empty File
* Nonexistent File

1. **Test Plan Version 1**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Test Strategy | Test Number | Description | Input | Expected Output | Actual Output | Pass/Fail |
| Valid Data, File Exists | 1 | Pass valid file with data (ascending) |  |  |  |  |
| Valid Data, File Exists | 2 | Pass valid file with data (descending) |  |  |  |  |
| Valid Data, File Exists | 3 | Test pop function |  |  |  |  |
| Invalid Data, File Exists | 4 | Test non integer values |  |  |  |  |

1. **Initial Algorithm**

* template Function minMaxFunc()
* fstream *filename*
* Private:
  + Set Linked List
  + <typename>array[5] – array holding only 5 elements
* Public:
  + constructor
    - read the file, sorts it based on given order, and prints the data
  + void readFile(file)
    - Checks file values and set to type defined
    - Read first 5 values into array
    - Output clarification which states if array is full
  + void printData()
    - Prints out values of array in correct format
  + void push()
    - Confirms the data type of the element and checks if the array is full or not
    - It then finds the first null space and set the element to that location
    - Else it will throw an error
  + void pop()
    - if isEmpty is false, then it sets the last filled element in the array as null
    - else it throw an error message
  + peek()
    - if isEmpty is false, it will check the array to see if the value appears
  + isEmpty
    - if array[0] contains a value, it will return true
    - Else, it will be false
  + isFull
    - if array contains values in array[4], it will return true
    - Else, it will be false
  + void sortAscending()
    - Passes values of array into the linked list in ascending order after sorting (bubble sort)
  + void sortDescending()
    - Passes values of array into the linked list in descending order after sorting (bubble sort)

1. **Test Plan Version 2**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Test Strategy | Test Number | Description | Input | Expected Output | Actual Output | Pass/Fail |
| Valid Data, File Exists | 1 | Pass valid file with data (ascending) | 5 3 2 4 1 | 1 2 3 4 5 |  |  |
| Valid Data, File Exists | 2 | Pass valid file with data (descending) | 5 3 2 4 1 | 5 4 3 2 1 |  |  |
| Valid Data, File Exists | 3 | Test pop function | 5 3 2 4 1 | 5 4 3 2 1 |  |  |
| Invalid Data, File Exists | 4 | Test non integer values | a b c e d | ERROR- “Please save file” |  |  |

1. **Code**

//Program: Lab 7 - Program 1 [CIS200, Steiner]

//Programmer Name: Srinivas Simhan

//Purpose: The purpose of the program was to learn how to use stacks to

//manipulate values into a linked list

//while reading and writing the values from a data file

//Date Due: 11/8/17

#include <iostream>

#include <fstream>

#include <string>

#include <typeinfo>

#include <cctype>

using namespace std;

//TEMPLATE NODE

template <typename T>

struct node

{

T val;

node \*previous;

node \*next;

};

//TEMPLATE LINKEDLIST

template <class listType>

class LinkedList

{

//Setting pointers for linked list

public:

node<listType> \*head = NULL;

node<listType> \*curr = NULL;

node<listType> \*tail = NULL;

//Create header, curr, and tail nodes, and attach them to each other

void newNode(listType val)

{

if (head == NULL)

{

head = new node<listType>;

head->previous = NULL;

curr = head;

curr->val = val;

curr->previous = head;

head->next = curr;

tail = curr;

curr = NULL;

}

else

{

curr = new node<listType>;

curr->previous = tail;

tail->next = curr;

curr->val = val;

tail = curr;

curr = NULL;

}

}

LinkedList()

{

//constructor

}

void reset()

{

head = NULL;

curr = NULL;

tail = NULL;

}

void readList()

{

if (head != NULL)

{

while (curr != NULL)

{

curr = head;

cout << curr->val;

curr = curr->next;

}

}

else

{

cout << "Make a head node, linked list doesn't exist";

}

}

listType checkTailVal()

{

return tail->val;

}

};

//TEMPLATE STACK

template <class stackType>

class Stack

{

private:

LinkedList<stackType> list;

stackType a[5];

int itr = 0;

public:

void readFile(ifstream &file)

{

//File doesn't open

if (file.fail())

{

throw "Error, file won't open.";

}

//File is empty

if (file.peek() == EOF)

{

throw "Error, file empty.";

}

while (file.peek() != EOF)

{

if (itr > 5)

{

cout << "Too many values in file, decrease size to 5.";

break;

}

else

{

file >> a[itr];

}

itr++;

}

}

//Checks file

Stack(ifstream &file)

{

readFile(file);

}

//Sort values in ascending order

void sortAscending()

{

bool isSorted = false;

stackType curr;

// while isSorted == false

// go through whole list

// if finding an element out of order, fix it

// if after going through the whole list, nothing was moved, then we are done

//Bubble Sort

while (isSorted == false)

{

isSorted = true;

for (int i = 0; i < itr; i++)

{

if (i != 0)

{

if (a[i] < a[i - 1])

{

isSorted = false;

curr = a[i];

a[i] = a[i - 1];

a[i - 1] = curr;

}

}

}

}

}

//Sort values in descending order

void sortDescending()

{

bool isSorted = false;

stackType curr;

//Bubble Sort

while (isSorted == false)

{

isSorted = true;

for (int i = 0; i < itr; i++)

{

if (i != 0)

{

if (a[i] > a[i - 1])

{

isSorted = false;

curr = a[i];

a[i] = a[i - 1];

a[i - 1] = curr;

}

}

}

}

}

//Prints Highest Value

void minMaxFunc()

{

cout << "Last value in this set: " << list.checkTailVal;

}

void putInList()

{

for (int i = 0; i < itr; i++)

{

list.newNode(a[i]);

}

}

void printArray()

{

for (int i = 0; i < itr; i++)

{

cout << a[i];

}

}

bool isFull()

{

if (itr == 4)

{

return true;

}

else

{

return false;

}

}

bool isEmpty()

{

if (itr == 0)

{

return true;

}

else

{

return false;

}

}

void push(stackType value)

{

if (isFull() == false)

{

a[itr] = value;

itr++;

node<stackType>\* newNode= new node<stackType>;

newNode->val = value;

node<stackType>\* oldHead = list.head;

node<stackType>\* newHead = newNode;

newHead->next = oldHead;

oldHead->previous = newHead;

list.head = newHead;

}

else

{

cout << "Error! Full List!" << endl;

}

sortAscending();

}

void reset()

{

list.reset();

}

void readList()

{

list.readList();

}

void pop()

{

if (isEmpty() == false)

{

a[itr] = 0;

itr--;

list.tail->previous->next = NULL;

}

else

{

cout << "Error! No values in list" << endl;

}

}

};

//MAIN FUNCTION

int main()

{

ifstream readFile("Data.dat");

Stack<int> listStack(readFile);

listStack.sortAscending();

listStack.printArray();

cout << endl;

listStack.sortDescending();

listStack.printArray();

cout << endl;

listStack.putInList();

listStack.printArray();

cout << endl << endl << endl << endl;

listStack.pop();

listStack.printArray();

cout << endl;

listStack.push(4);

listStack.printArray();

cout << endl;

listStack.readList();

listStack.printArray();

cout << endl;

system("pause");

return 0;

}

1. **Updated Algorithm**

* template<typename T>
  + struct node
    - T val
    - Node \*previous
    - Node \*next
* Template<class listType>
  + Public:
  + Set node head, temp, tail
  + newNode(listType val)
    - Reset head, temp, and tail
  + LinkedList()
    - Constructor for object
  + Void reset()
    - Reset head, temp, and tail to nullptr
  + Void readList()
    - Read values of list
    - Else linked list doesn’t exist
  + listType checkTailVal()
    - returns tail value
* Template<class stackType>
  + Private:
    - Set Linked List
    - <typename>array[5] – array holding only 5 elements
  + Public:
    - void readFile(ifstream &file)
      * Checks file values and set to type defined
      * Read first 5 values into array
      * Output clarification which states if array is full
    - void sortAscending()
      * Passes values of array into the linked list in ascending order after sorting (bubble sort)
    - void sortDescending()
      * Passes values of array into the linked list in descending order after sorting (bubble sort)
    - void minMaxFunc()
      * print last tail value
    - void putInList()
      * iterate through list and put into array
    - void printArray()
      * Prints out values of array in correct format
    - bool isFull()
      * if iterator is 4, then it returns true
      * else false
    - bool isEmpty()
      * if iterator is 0, then it returns true
      * else false
    - void push()
      * Confirms the data type of the element and checks if the array is full or not
      * It then resets the value as the new head of the list
      * Else it will throw an error
    - void reset()
      * resets list
    - void readList()
      * reads list
    - void pop()
      * if isEmpty is false, then it sets the last filled element in the array as null
      * else it throw an error message

1. **Test Plan Version 3**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Test Strategy | Test Number | Description | Input | Expected Output | Actual Output | Pass/Fail |
| Valid Data, File Exists | 1 | Pass valid file with data (ascending) | 5 3 2 4 1 | 1 2 3 4 5 | \*see screenshot\* | Pass |
| Valid Data, File Exists | 2 | Pass valid file with data (descending) | 5 3 2 4 1 | 5 4 3 2 1 | \*see screenshot\* | Pass |
| Valid Data, File Exists | 3 | Test pop function | 5 3 2 4 1 | 5 4 3 2 1 | \*see screenshot\* | Pass |
| Invalid Data, File Exists | 4 | Test non integer values | a b d g e | ERROR | \*see screenshot\* | Fail |

1. **Screenshots**

Test Cases 1-3

![](data:image/png;base64,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)

Test Case 4
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1. **Error Log**
   1. Need to double check the source code because needs some fine tuning in the code. Need to test all the functions more.
2. **Status**
   1. The final status of my program was that it worked but still needs some finer tuning.